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1. Problem Statement

1.1 Motivation and Identification of Need

The logic analyzers available on the market today are either too expensive to be considered
affordable or very cheap, but not very efficient. The limitations of the current practice are the
cost of the materials. Our approach is focusing our model on an affordable developmental board
to keep costs low and to program all the needed features. It will be able to perform similar tasks
to  the  ADALM2000.  This  simplified  logic  analyzer  is  targeted  for  college  and  university
students to help them understand the fundamentals of digital circuits. The logic analyzer can
help school and university student have hands on experience on the logic analyzer, which will
help them understand the basics of circuit analysis without any worries or shorting the circuit
and destroying the board as they are inexpensive.  This will significantly reduce the financial
burden on the students as this project is aimed at producing a logic analyzer quarter the price of
logic analyzer available in the market. Additionally, with high-speed data transmission port and
high clock speed this logic analyzer can pick the signal with greater accuracy and precision.

1.2 Market Review

The high-end costs for logic analyzers are the ADLAM2000, Analog Discovery 2 (AD2) and
Saleae  Logic  8,  which  cost  around  $236,  $299,  and  $499  respectively.  These  have  many
important functionalities, but the cost is not realistic for many students. There also exists a logic
analyzer that costs as cheap as $20 such as the SparkFun USB Logic Analyzer. The issue with
cheaper logic analyzers is that many of them do not provide all the necessary functionalities
needed for Computer and Electrical engineering students. 
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Figure 1:  Comparison Table of examples of existing Logic Analyzers

2. Project Requirement Specification

2.1 Mission Requirement

The device  shall  offer  an affordable solution  for  analyzing digital  signals.  It  shall  be user-
friendly, capable of connecting to any PC running macOS, Windows, or Linux through a USB
connection, and display a graphical user interface on the PC.

2.2 Operation Requirements

Input/output requirements:

 This device shall have 8 channels that can accept input signals.

 The device shall support 3.3V and 5.0V logic.

PC Interface requirement:

 The device shall use USB to communicate with the user’s device.

 The device shall be powered using USB.

Functional Specification:

 The device shall sample at a maximum rate of 5 MHz and display the rate on the 

user's device.

 The device shall be compatible to run on Windows, Linux, and macOS.

 This device shall display digital signal in the form of squares waves.

 This device shall decode input I2C signal and SPI.

 This device should decode asynchronous UART signals.

 The device shall adjust the sampling rate and adjust buffer size through the GUI 

upon the user’s input.
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3. System Decomposition & Architecture

3.1 Level Zero Decomposition

In this level Zero Design, it describes the essence of a logic Analyzer. It takes in logic signals
that might be potentially encoded in one of the various communication protocols (I2C, SPI, etc.)
or already decoded logic signals, samples them, and presents them on a plot. It uses the user's
help to decipher what communication protocol the signal is using so that it  may plot a more
accurate description of the logic signal being sampled. It also presents a user interface and setting
options to help the user to easily provide the necessary information needed for decoding the logic
signals. 

Figure 2: Level 0 Design
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3.2 Level One decomposition

In level one design, it delves deeper into the plan of building a logic analyzer. A 16 pin I/O port
is used to offer the user an abundance of pins to use with the ability to plot all 16 logic signals
coming from those pins. The logic signals pass through the Connection Interface (CI), ensuring
that the voltage protection built into the CI will prevent damaging the vital components of the
Microcontroller (MCU). The MCU takes in User Commands that were given from the software
running on the desktop computer to sample the logic signals at the right time with the correct
frequency. The sampled data is sent back to the computer where it is decoded if necessary and
displayed on a plot for the user to analyze.

Figure 2: Level 1

3.3 Level Two Decomposition

The Level Two decomposition goes deeper into each individual element that is needed to build a
functional Logic Analyzer. At the left side of the assembly we place our STM32 board, having
the MCU(Microcontroller) on top of it, which will be configured to meet the requirements of our
task. In the center, our PCB acts as the crucial connection point which links our MCU to PC.
This board will also have a mounting spot for our Nucleo board. The PCB design we have is to
protect our setup from any spikes or over voltages that might be directed to the MCU. On the
right, the user's PC will be used to visualize the logic signals such as I2C, SPI, or UART. This
arrangement enables the user to both view the data and issue commands to the MCU through a
USB cable.
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Figure 5: Level 2
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4. Background Knowledge

4.1 Microcontroller (MCU)

A microcontroller (MCU) is a tiny integrated circuit that
can be used in embedded systems to control operations
without the need for a sophisticated operating system.
Microcontrollers  are  customized  tiny  computers
designed for specific tasks. Numerous devices, such as
cars,  robots,  medical  equipment,  and  household
appliances, contain them.

A microcontroller's  main  parts  are  its  memory,  which
stores  data  and programs,  its  CPU,  which  carries  out
instructions, and its input/output (I/O) interfaces, which
allow  it  to  interact  with  other  devices.  The  CPU  manages  logic,  I/O,  and  computations.
Temporary  data  and  long-term  program  code  are  both  kept  in  memory.  Peripherals  for
input/output  facilitate  communication  with  external  components.  The  capabilities  of  the
microcontroller are further enhanced by additional features like buses, serial ports, and analog-
digital converters.
Microcontrollers  can  interface  with  sensors  and  effectively  carry  out  specific  tasks  within
embedded  systems  thanks  to  a  variety  of  processor  architectures,  memory  types,  and
programming  languages  like  C,  Python,  and  JavaScript.  They  are  perfect  for  controlling
individual functions in a variety of applications due to their dedicated, compact design.

4.1.1 STM32CubeIDE

STM32CubeIDE is an all-in-one multi-OS development tool, which is part of the STM32Cube
software  ecosystem.  STM32CubeIDE  is  an  advanced  C/C++  development  platform  with
peripheral  configuration,  code  generation,  code  compilation,  and  debug features  for  STM32
microcontrollers  and  microprocessors.  It  is  based  on  the  Eclipse/CDT framework  and GCC
toolchain for the development, and GDB for the debugging.

4.1.2 HAL Drivers

The Hardware Abstraction Layer (HAL) driver layer provides a simple, generic multi-instance
set of APIs (application programming interfaces) to interact with the upper layer (application,
libraries, and stacks). The HAL driver APIs are split into two categories: generic APIs, which
provide common and generic  functions for all  the STM32 series  and extension APIs,  which
include specific and customized functions for a given line or part number. The HAL drivers
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include a complete set of ready-to-use APIs that simplify the user application implementation.
For  example,  the  communication  peripherals  contain  APIs  to  initialize  and  configure  the
peripheral, manage data transfers in polling mode, handle interruptions or DMA, and manage
communication  errors.  The  HAL  drivers  are  feature-oriented  instead  of  IP-  oriented.  For
example, the timer APIs are split into several categories following the IP functions, such as basic
timer, capture, and pulse width modulation (PWM). The HAL driver layer implements run-time
failure detection by checking the input values of all functions. Such dynamic checking enhances
the firmware robustness. Run-time detection is also suitable for user application development
and debugging.

4.2 Graphical User Interface (GUI)

The GUI development aspect of this project aims to provide a user-friendly interface that allows
students to interact with the device efficiently.  Our group will  be using PyQt6 and PySide6,
which  are  well  known  frameworks  for  cross-platform  GUI  applications,  to  develop  both  a
sophisticated and straightforward interface.

a) Programming fundamentals

There are a few concepts and skills needed to create a functional GUI. The first of which is
having  a  good  grasp  of  the  Python  programming  fundamentals.  Python’s  simplicity  and
readability makes it an ideal language for GUI development, especially for people who are trying
to do this for the first time.

b) Signal Processing Basics

A basic understanding of how digital signals work, including PWM, SPI, and 12C protocols, is
needed. A good understanding of these will allow us to accurately display and interpret signals
within the GUI.

c) PyQt and PySide Frameworks

We will  be using the 6th version of this  framework which gives us comprehensive tools for
creating GUI applications in Python. These frameworks Include a variety of modules that can be
used for graphical elements, event handling, and more. 

d) UI Design Principles

One of the most important things about creating a GUI is making it easy for the user to traverse
it. We need to have a basic understanding of interface design, including layout, color theory, and
user experience (UX) best practices. The interface needs to be both aesthetically pleasing, and
functional, with clear presentation of information.
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e) Cross-Platform Development

Fortunately, PyQt6 allows us to create a GUI that works for the three different operating systems
we care about (Windows, Linux, MacOS). We will still need to be able to test if it functions
exactly the way we need it to on all platforms. Mac and Windows testing will be easier to do
since we have group members with those OS. We might need to set up a virtual machine for
Linux testing.

4.3 Hardware Approach

We plan to integrate the USB connector with a PCB to control the voltage input to protect the
data from being corrupted when going into the microcontroller. The USB will be connected to a
computer using the logic analyzer software. 
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5. Detailed Design

5.1 MCU Design

For  the  detailed  design  of  MCU,  there  are  three  parts.  First,  the  controller  layer  is  the
microcontroller processor configuration. The function of the MCU is required for the GUI. This
function will include RAM, Timer, GPIO and USB transmits/receives. STM32CubeIDE will be
used to support these functions. STM32CubeIDE is used for setup MCU configuration, and for
coding part of the MCU. For the MCU hardware, this will include the Hardware abstraction layer
(HAL) driver and the low layer (LL) driver. The HAL driver is used to perform functions such as
GPIO, Timer, RAM, and USB. LL driver is used for adjusting or changing in register level while
the MCU is running without reinitialization by STM32CubeMX.

Figure 4: MCU Detailed Design

5.1.1 MCU Pinout:

This  section  provides  the  pinout  view  of  our  STM32  microcontroller.  Which  outlines  the
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configuration used in our project. The diagram below shows what functionality has been assigned to
each PIN.

Figure 5: MCU Pinout from STM Cube IDE

 PB0 to PB7: In our application these pins serve as input channels for receiving the logic
signals from Channel 1 to all the way Channel 8.

 PB8 to PB15: These pins serve as additional channels but currently not assigned to any
channels. Can we integrate with other projects.

 PA5: This PIN serves as an indicator of our MCU is working properly and sampling the
data continuously. 

 PA11 and PA12: These pins form the USB data interface, with PA11 as USB_DM (Data
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Minus) and PA12 as USB_DP (Data Plus), allowing for USB communication essential 
for data transfer and device control.

 PF0 and PF1: These pins are used for connecting an external crystal oscillator, which 
allows USB connectivity.

5.1.2 MCU Hardware Utilization:

The STM32 Microcontroller leverages an array of integrated hardware components to achieve
efficient logic signal capturing and processing. Timer inside the MCU is responsible to sample
the data so the accurate and efficient data has been captured without errors. MCU leverage RAM
as buffer to store the data and transmit the data over to the GUI front. Using internal timer, based
on the user specified sampling rate MCU capture logic signals and stored them into this buffer in
circular motion and ensure seamless flow of data. The Use of Timer, GPIOs, RAM enables the
STM32 to function as a robust and precise logic analyzer.
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Figure 6.1: State Diagram for our MCU configuration

5.1.3 MCU Trigger Functionality:

The trigger  functionality  is  based on user  configuration  on which channel  has active  trigger
condition, on which edge (rising/falling edge), and the size of the post trigger samples for the MCU to
handle. The MCU will sample the pre-trigger sample size, which is calculated by taking the buffer size
and subtracting it  by the post trigger size set by the user and then proceed to check for the trigger
condition. If the buffer is filled before trigger condition is met, it will circle back to the start of the buffer
and overwrite old pre-trigger data with new pre-trigger data. Once trigger condition is met, Timer 16
will begin, which has been adjusted to set off after a certain number of samples have been completed
which  is  specified  by  the  user  as  post  trigger  samples.  Both  timers  are  stopped,  and the  buffer  is
transmitted to the GUI. 
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Figure 7.2: I2C Digital Wave Form 

5.1.4 MCU/GUI communication:

For the GUI to send commands and configurations to the MCU, it must send three 16 bit (word) 
transmissions for each command.  The first word (Command) is always saved in the MCU, while the 
second word (Value 1) is overwritten by the third word (Value 2) for the trigger edge and trigger pin 
commands, or the first and second word is combined such as the timer 16 period and timer 16 prescalar. 
Timer 2 has a period size of 32 bits, therefore, two commands are required to modify the upper 16 bits 
and the lower 16 bits. The MSB of trigger edge refers to PB0, and the LSB refers to PB7. The 1 
represents rising edge while 0 represents falling edge. A similar layout follows the trigger pin, where 1 
represents the trigger condition will be checked for that pin while a 0 represents that the trigger will not 
be checked on that pin.

Figure 7.3: MCU/GUI command table
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5.2 GUI Design

Upon starting the executable, the GUI will check to see if the microcontroller is detectable via
USB. Once a connection has been formed, the user will be introduced to a screen where they can
start using the logic analyzer. The user can start sampling the data with the default parameters or
they  can  adjust  the  sampling  rate,  trigger  conditions,  or  channels  being  displayed  before
sampling. While in the sampling state, the GUI will actively decode the signal and display it in a
human readable form.

Figure 7: GUI Flow Chart
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Figure 8: Detail Design of GUI

The GUI is designed in a way to allow the user to select their choice of decoding, by pressing
one of the 4 buttons up top. On the right side of the graph, the user can choose which channels
they want to be active on the graph and they can select what the trigger condition is going to be
for the selected pin. The user also has the ability to choose a sample rate and the number of
samples.   The  GUI has  the  capability  to  continuously  sample  by pressing  the  RUN button,
additionally it performs the single capture. The configuration settings window can be reached, by
right clicking the channel buttons on the right.
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Figure 10: Singal Interface of GUI

Figure 11: I2C Decoding Interface
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Figure 12: SPI Decoding Interface

Figure 13: UART Decoding Interface
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5.3 PCB/Circuit Design

5.3.1 Nucleo Board schematic
For this schematic, we have the Nucleo board with all its appropriate pins powered or grounded.
Pins PB0-PB15 are the GPIO pins that take in the digital signals after being scaled down by the
bus transceiver. Pins PA11 and PA12 are the Data lines  + and  –  respectively. These pins are
directly connected to the USB which in turn powers up the MCU. E5V is our 5V connection to
draw power from the USB and power up the MCU. The 1.5k pull-up resistor is solely there for
USB detection and the 22-ohm resistors are for data noise supression. 
 

Figure 9: Microcontroller schematic.
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5.3.2 Bus Transceiver Schematic
The purpose of the bus transceivers is to properly scale down the voltage without altering the 
quality of the digital signal. The intention for our bus transceivers is to take in 16 digital signals 
at side B and output those to GPIO PB0-PB15 on our Nucleo board from side A. The bus 
transceiver itself is powered on by 3.3V which is gathered from the MCU pin 16.

Figure 10: BUS TRANSCIVER

5.3.3 USB soft start
Soft start is a circuit designed to gradually power ‘On’ the system, preventing the sudden voltage
surge caused during the initial startup reducing the stress on the electrical component. The soft
start  circuit  uses  an  RC  network  to  control  the  charging  of  a  capacitor  C1,  which  in  turn
regulates the MOSFET’s gate voltage. This allows for a controlled and gradual increase of the
output voltage supplied to the microcontroller circuit. 
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Figure 11: The USB Soft start circuit.

Figure 13: The USB Soft start circuit Simulation
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The voltage for this simulation slowly increases until it reaches the max voltage (5V) at around 
1.5s. This incrementing of the voltage protects against frying the pins due to a sudden change in 
voltage. 
        
Vout(t) = Input voltage * [ 1 – (e–t/RC1)]
                  = 5V * (1 – e –1.5/ (10M * 25nF) 

                  = 5 * (1 – e–6.0) Volts
                  = 4.98Volts (after 1.5 seconds from initial start t = 0secs

Where, R = Resistor and C = Capacitor, t = any instance of time

The formula for calculating the output voltage of a soft  start  circuit  considers input voltage,
resistor value and the capacitor. The output voltage depends upon the capacitor charging and
discharging behavior through resistor R1, which controls the gate voltage of MOSFET, resulting
in controlling the drain-source current. 

5.3.4 PCB Layout  

We chose a 2-layer board for this PCB to keep our total device cost under $50. Most of our
tracks use a width of 0.25mm (about 0.01 in); however, for our power traces, we used 0.4 mm.
There is a common ground plane on the front and back of the board. A design choice we made
with the data lines was to keep them as close as possible to each other on the PCB to avoid as
little interference as possible. Lastly, there is silkscreen labeling the pins for testing use. 
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Figure 14: PCB layout 

5.3.5 Final PCB 

The  PCB was  manufactured  through  JLPCB.  In  addition,  all  the  SMD components  (resistors,  bus
transceivers, MOSFET, LED) and the micro-USB were soldered onto the PCB through JLPCB for a
little extra (~$7 per board). The only components manually soldered onto the PCB were the four 1x19-
pin headers and the twenty-pin connector.  
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Figure 15: Final PCB

5.4 Device Case

         5.4.1 Device Case Overview

The primary objective of designing a case for our logic analyzer was to protect the internal hardware
components from physical damage while enhancing the device's overall visual appeal. Created using a
Tinker CAD, the case features a robust and compact structure specifically designed to securely house the
logic analyzer (PCB + Microcontroller). The design consists of two pieces: a base that firmly holds the
logic analyzer and a lid that covers the top for additional protection. It incorporates precise cutouts for
connectivity and ventilation, ensuring optimal functionality and cooling. The STL file for the design was
exported and 3D printed using a Reality Ender 3 Pro, which is freely available to GMU students. The
final  version was fabricated  using PLA plastic  with a  25% infill  density,  offering an ideal  balance
between strength and lightweight construction.
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5.4.2 Top View of Base and Lid

Figure 16 : Top12 View of Base
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Figure 17 : Top13 View of Lid

5.4.3 Bottom View of Base and Lid

Figure 18 : Bottom14 View of Lid + Base
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5.4.4 Top View of Assembled Case

Figure 19 : Top15 View of Assembled Case
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5.4.5 Bottom View of Assembled Case

Figure 20: Bottom16 View of Assembled Case
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5.4.6 Front View of Assembled Case

Figure 21: Front17 View of Assembled Case

5.4.7 Side View of Assembled Case

Figure 22:18 Side View of Assembled Case
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5.4.8 Rear View of Assembled Case

Figure 23:19 Rear View of Assembled Case

5.4.9 Isometric View of Assembled Case

Figure 24: Isometric20 View of Assembled Case
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5.4.10 Final Printed Case Model

Figure 215: 3D Printed Case for our Logic Analyzer

6: Preliminary Experimentation Plan

6.1: Preliminary Experiment

Testing for the prototype will be split into three core components, PCB module, Microcontroller
unit and Graphical User Interface. Each of these components is tested individually to validate its
functionality once the component is integrated.

6.2: Testing Procedures for Components

6.2.1 MCU Testing

The Nucleo-F303RE board  is  a  widely  used development  board for  prototyping and testing
embedded systems. It is essential to confirm that our MCU operates effectively, which requires
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specific test cases to evaluate various components of the project. 

Test #1: USB connection Test

The main purpose of the MCU is transmitting the logic signal from the MCU to GUI for signal
graphing. To guarantee correct data transmission via USB, we added more components to the
MCU,  like  capacitors  and  oscillators,  and  activated  the  USB  connection.  With  the
microcontroller being set up with USB functionality,  we were able to transmit data via USB
which was then displayed on the serial monitor of the PC. This test proved the data transfer from
MCU to PC to be successful.

Figure 26 22: USB connection.

Figure 27:23 USB function to transmit data from MCU to PC

Test # 2: Recording GPIO Register values in circular buffer.

The implemented functionality records the register values of the PB port. To manage memory
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efficiently and ensure smooth operation, the recorded data is stored in a Circular Buffer. This
Circular Buffer allows for continuous recording by overwriting old data with new data when the
buffer is full, preventing memory overflow. By storing register values in this manner, the system
can monitor changes in PB port registers over time while conserving memory resources. This
approach is particularly useful for systems requiring real-time monitoring of hardware states or
for  debugging purposes,  as  it  provides  a  historical  record  of  register  values  for  analysis.  A
debugger was used to verify the values of the buffers live as they were being modified and
showed it  was successfully  rewriting  old  values  with  new ones  after  filling  the  buffer  with
samples from the GPIO pins. The values in the buffer did correctly relay the values that were fed
to the GPIO pins. 

Figure 28:24 Sample code Written to grab Register Values

Test # 3: MCU Trigger functionality

The trigger is crucial in delivering the digital signals that the user is looking for. The trigger
functions like a filter, the user has a choice of having a rising edge or falling edge trigger, on
which pin to activate it, and the number of samples taken after the trigger condition is met. To
test this functionality, PB3 has an active rising edge trigger with 300 samples after the trigger
condition. The first test involves setting PB3 to high and setting a breakpoint at post trigger state
to verify that the post trigger set is never met. PB3 was connected to ground next to verify that
falling edge does not pass the trigger checking functionality. Finally, PB3 was set back to high,
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and the post trigger state was met,  showing that the trigger had occurred on PB3. A similar
procedure was carried out with PB3 trigger set to falling edge, and ground was tested first, then
high for rising edge,  and finally  back to ground to verify falling edge correctly  triggers and
switches states to post trigger.

Test # 4: MCU Timer configuration for data Sampling

Timer Configuration has been implemented to record the data timely into the circular buffer so

there is no data loss. This setup allows for precise timing of register value recordings, ensuring

that data is captured at specific intervals. This functionality is very crucial for several reasons.

Firstly,  they provide insight  into the behavior  of  the system over  time by capturing  register

values at regular intervals. This is essential for monitoring the stability and performance of the

system. Secondly,  timer-based synchronization  ensures that  data  is  captured consistently  and

reliably, reducing the likelihood of missing critical events or changes in the digital circuit. To

meet our 5 MHz samples per second requirement, we carried out a test to verify the speed the

MCU is sampling. An output pin is toggled after each the GPIO pins are sampled and buffered,

and trigger checking procedures have been completed in the timer 2 ISR. The oscilloscope tool

from the ADALM2000 was connected to the output pin to show the frequency of the output pin.

It showed that the output was near the 5 MHz samples required for the project.

Figure 2925: Sending Logic signal to Nucleo using MSP430.

                                        
Page 37 of 95

MSP430 for 
Logic signals

Logic Signal 
Line going to 
Nucleo PB1 
PIN



6.2.2: GUI
There are a variety of tests that will need to be done to make sure that the GUI is functional. We
have performed several tests to verify the functionality of our Graphical User Interface.

 Functional:
o Test to see if all eight signals are accurately displayed in real-time.
o Compare the generated signal with known simulated signals to ensure that the 

signals generated by the microcontroller are displayed correctly.
o Simulate signal loss or corruption to check if the GUI displays the desired error 

message.
o Ensure that the GUI provides visual feedback/acknowledgement of a command 

being sent.
o

 Compatibility:
o We will need to run the software on Linux, MacOS, and windows to make sure it 

installs and launches with no issues.
o This includes tests on virtual machines.
o Check to see if there are any layout discrepancies or functional differences across 

platforms.
o It should send an error message when the microcontroller is disconnected from 

the device.

 Performance:
o The GUI should be able to display signals in real-time without significant lag or 

delay. 

 Usability:
o Ensure that the UI (user interface) is intuitive and easy to navigate for users.
o Verify that the GUI indicates a successful connection to the microcontroller.

 Longevity:
o Test to see how the GUI holds up when being run for long periods of time to 

check for crashes or performance degradation over time.

Some parts have been successful. An appropriate error message is displayed if a connection to
the MCU can’t be detected. The GUI can also successfully read serial data. It can also adjust the
sampling rate and start/stop sampling data. The GUI can display UART messages and display it
on the screen.
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Written Code:

Figure 3026: Main.py
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Figure 31:27 aesthetic.py - get_icone
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Figure 32 28:Aesthetic.py - apply_style
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Figure 3329:connection.py - SerialApp – init
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Figure 3430:connection.py - SerialApp – refresh, connect, disconnect
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Figure 3531:InterfaceCommands.py
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Figure 3632: LogicDisplay.py - Libraries
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Figure 3733: LogicDisplay.py - init
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Figure 3834: LogicDisplay.py - init_ui
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Figure 3935: LogicDisplay.py - load_module, update_baudrate, closeEvent
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Figure 4036: Signal.py - Libraries
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Figure 4137: Signal.py - Serial Worker Init, trigger mode
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Figure 4238: Signal.py - Serial Worker Run & Stop
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Figure 43 39: Signal.py - FixedYViewBox
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Figure 4440: Signal.py - Editable Button
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Figure 4541: Signal.py - SignalDisplay – init
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Figure 4642: Signal.py - SignalDisplay – setup_ui
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Figure 4743: Signal.py - SignalDisplay – sampleRate, numSamples, trigger
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Figure 4844: Signal.py - SignalDisplay – Sample & Trigger Timer
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Figure 4945: Signal.py - SignalDisplay –toggle and is_light_color
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Figure 5046: Signal.py - SignalDisplay –Start & Stop
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Figure 5147: Signal.py - Signal Display –Single Start & Stop, Buff Clear and Data Handle
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Figure 5248: Signal.py - Signal Display –Update Plot and Cursor, Close Event
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Figure 5349: I2C.py - Libraries
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Figure 5450: I2C.py - Serial Worker – init
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Figure 5551:I2C.py - SerialWorker – triggerMode, run
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Figure 5652:I2C.py – Decode Start
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Figure 5753:I2C.py – Decode FSM – IDLE & START
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Figure 5854:I2C.py – Decode FSM – ACK, DATA, ACK2
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Figure 5955: I2C.py – Decode FSM – Idle Check
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Figure 6056:I2C.py – Serial Worker – reset decode & stop worker
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Figure 6157:I2C.py – I2C Channel Button
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Figure 6258: I2C.py – I2C Config
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Figure 6359: I2C.py –I2CDisplay - DocString
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Figure 6460: I2C.py –I2CDisplay - init
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Figure 6561:I2C.py – Start, Stop, handle data
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Figure 6662:I2C.py – display decoded message
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Figure 6763:I2C.py – create cursor, clear_decoded_text
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Figure 6864: I2C.py – close Event & open_config_dialog
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Figure  69: SPI.py – Serial Worker - init
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Figure 70: SPI.py65 – Serial Worker – Reset decode states and stop worker

Figure 7166: SPI.py – SPI Config Dialog – init
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Figure 7267: SPI.py – SPI Config Dialog – init_ui
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Figure 7368: SPI.py – SPI Config Dialog – get configuration

Figure 7469: SPI.py – SPI Display – DocString
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6.2.3 PCB Testing

A  printed  circuit  board  (PCB)  serves  as  both a  voltage  and  data  conduit,  facilitating
communication among  different circuit components. It acts as a  transmission hub that allows
seamless data transfer between Microcontroller and the PC, while consistently supplying to all
the peripheral components connected to it. PCB testing is essential to validate the data integrity
and its validity. PCB test plan for the PCB includes:

Test 1: Verifying the circuit Logic output using Voltmeter. 

This test aims to confirm the accuracy and functionality of the circuit by sampling its output
using a digital Voltmeter. The data obtained from the voltmeter was analyzed to validate logic
level high accuracy. 

Test 2: Comparing output signal deviation using a known signal.
 

The test involves conducting functionality by applying a known input signal into the PCB. 
During the test the PCB circuit output will be analyzed verifying the output aligns with the 

                                        
Page 82 of 95



expected result.

 
Figure 70: (Sending a known signal to Transceiver)

Fi
gure 71: Received output signal through the Bus transceiver
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7. Project Success Evaluation:

7.1: Overall Project Evaluation:

Overall, this project can be considered a success. GUI team successfully created an interface that
is both user friendly and complements interfaces already in use by students today like Digilent
Waveforms, or Scopy. This interface connects with MCU via USB communication protocol to
communicate  data  from MCU to GUI and vice versa.  From here GUI can  process  the data
coming  from  MCU  and  plot  the  logic  signal  on  the  screens.  Utilizing  the  data  GUI  can
successfully decode I2C and SPI protocol. Unable to process UART signal decoding because our
UART signal was not generated properly from other MCU.

7.2: Other issues:

 Reason for the Project:  With the onset of the COVID-19 pandemic,  demand for
computer chips increased while production or supply decreased. The workforce and
students  alike  were  sent  home  to  complete  work  from  home.  For  electrical
engineering students,  their  curriculum consists  of a series of hardware lab classes
where state of the art  bench equipment  is required to simulate  and test  hardware.
However,  due  to  the  online  nature  of  classes,  the  on-campus  lab  rooms  were
unavailable for use, forcing students to buy all-in-one USB devices to complete their
experiments. Devices like the Analog Discovery 2 by Digilent or the ADALM2000
were recommended by ECE professors for use in these experiments. Currently the
AD2 costs around $299, and the ADALM costs around $236; unaffordable to the
average college student. This project sought to develop a cheaper alternative to these
devices as a part of a three-team/project effort. In May of 2024, a group of students
successfully  developed  a  two-channel  oscilloscope  based off  the  STM32-F303RE
MCU,  the  same  one  we  are  using.  In  December  2023,  a  group  of  students
successfully developed AWG based off the same board. Our project solved the need
for Logic analyzer component of the bigger device. Since all three components are
based on the same MCU, there will  be a group that  combines  our three projects,
making a more affordable laboratory tool at around a $50 price range: significantly
cheaper than the other alternatives on the market today.

 Use Cases  of  the  Project: The  main  use  cases  of  the  project  are  undergraduate
electrical  and  computer  engineering  students  that  are  required  to  complete
coursework. In addition, it can market to hobbyists and academic researchers where
access to moderate electrical engineering bench equipment is needed.

 Final Design Maintenance: By creating a design case where the end user only has
access  to  the  USB connector,  channel  outputs,  and  external  tap-in  to  the  power
supply; we eliminate any maintenance that will need to be done on the side of the
hardware. The device will require minimal maintenance and if any is needed, they
will be the replacement of the connectors from physical wear and tear. The GUI will
periodically  require  updates of python packages,  as updates  to the GUI would be
released via GitHub.

 Life Cycle of Final Design: All parts and components in this project were sourced
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from common vendors like Digi key and Mouser, and replacements can be easily
found online.  Our Interface code will be open source and can be found easily on
GitHub. Anyone can download and easily create our product. When it comes to the
disposal  of  our  device,  it  would  be  considered  E-Waste  and  can  be  sent  to  any
recycling center where other devices containing computer chips are sent. This project
can be constantly improved and thus does not truly have an end of lifetime.
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8: Administrative Section

8.1: Project Progress:

8.1.1: Front End:
The Front-End schematic  was designed using KiCad and manufactured through JLPCB. The
initial phase of the Front-End development involved researching suitable components that met
the project’s requirements, while also considering the original Front-End design from the AWG
group. After completing the first schematic, we promptly had it manufactured to serve as a test
board. Upon identifying issues with the Front-End, we decided to simulate the circuitry using a
breadboard to validate our findings. Once the issues with the bus transceiver were confirmed and
a proper replacement was identified, we proceeded with the development of the final prototype.

Figure 72: Final Prototype

8.1.2: MCU: 
The MCU was configured using the STM32Cube Integrated Development Environment. During
the  summer,  we took  the  time  to  familiarize  ourselves  with  the  MCU and  its  development
environment,  gaining  an  understanding  of  key  components  such  as  timers,  RAM,  USB
communication, and interrupt service routines. We tested the USB protocol configuration and
timers to facilitate data sampling from the MCU to the GUI. Additionally, we experimented with
graphing logic signals from the MSP430, sampling the data through the STM32, and displaying
it on the GUI. Once we successfully displayed signals on the GUI, we implemented additional
functionalities, including command reception and determining the number of samples required
after a trigger event. These features were thoroughly tested using basic logic signals from the
MSP430, yielding exceptional results. After achieving these milestones, we transitioned to the
Raspberry Pi to send signal to our MCU to decode properly.
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8.1.3: GUI:
GUI was developed using Python. The first semester of Senior Design was dedicated to learning
how to develop a GUI using PyQt6, where we would be able to have buttons that we can interact
with and send UART messages between the MCU and GUI. The second semester began with us
figuring out how to plot square waves on a graph using PyQtgraph. Once we were able to have
the contents of the buffer displayed as square waves, we moved on to decoding the different
communication protocols. The first one we were able to do was I2C, which was followed by SPI.
Once we were able to successfully decode said signals, we needed to find a way to display the
decoded text.  We ended up using the cursor functionality  within PyQtgraph where the label
would be the decoded text. We couldn’t get the timing down for the UART decoding since it is
asynchronous.

8.2: Project Challenges:

8.2.1: Front End: 
Upon completing the initial design of the Front End, we encountered an issue with the digital
logic signal output. During the summer and at the beginning of ECE 493, we revisited the Front-
End schematic, specifically the bus transceiver output, to ensure it produced the correct digital
logic  signals.  After  selecting  the  appropriate  bus  transceivers,  we  finalized  the  design  by
optimizing the placement of capacitors and resistors, removing any extraneous components.
Additionally,  we also  encountered  the  USB-PC connectivity  issue,  where  the  USB was  not
recognized by the PC. To address the issue of noise interference during data transfer we added a
capacitor for noise cancellation and signal stabilization. Pull- up resistor was also adjusted to
ensure the quality of the signal ensuring reliable USB connection. With these adjustments, the
Front-End was successfully completed.

8.2.2: MCU:
Throughout the project's lifespan, we encountered multiple challenges, with understanding the
MCU being the most significant hurdle, as we had no prior experience working with the STM32
in our academic curriculum.  We had to  familiarize ourselves with its  code structure,  timers,
interrupt service routines (ISRs), and USB transmission and reception functions. The primary
issue was establishing a reliable USB connection; the MCU failed to connect properly to the PC,
repeatedly displaying driver-related errors. Another major challenge was configuring the timer's
speed and determining the correct period and pre-scaler values to ensure accurate data sampling.
Additionally,  achieving  a  seamless  USB  connection  through  the  front-end  board  proved
problematic. We could not resolve this issue entirely and had to resort to workarounds, such as
pressing  the  reset  button  or  switching  the  JP5  jumper  from U5V  to  E5V.  Addressing  this
problem would require additional circuit modifications. 

8.2.3: GUI:
PyQtgraph doesn’t have an obvious to place text on the graphing window. This made displaying
the  decoding  logic  text  on  the  graphing  window difficult.  There  was  a  cursor  functionality
available within the PyQt library which would let us place a cursor anywhere on the graph. The
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important thing about this was that the cursor had a label which gave us a way to show text on
the  graph.  The second major  challenge  had to  do with  UART decoding.  Since  this  was an
asynchronous communication protocol, the decoding had to be done without a clock. I wasn’t
able to successfully calculate the correct sampling rate given a baud rate.

8.3: Man, Hour Devoted to the project

• Sultan Alghamdi -    MCU/GUI Code -         160 Hours
• Shahroz Shahbaz.           -    MCU/GUI Code -         171 Hours
• Furat Alhafez -    3D Design /RSCH -         160 Hours
• Sam Nepal -    PCB Schematics       -         180 Hours
• Julian Nigg -    GUI/MCU Code -         170 Hours
• Thomas Senai -    PCB Design -         167 Hours

Over the course of the project, our team collectively dedicated approximately 1008 hours, distributed
among  various  members  and  different  aspects  of  the  project.  This  total  includes  regular  team
meetings and the documentation of our progress. A significant portion of the time was allocated to
MCU programming, GUI design, and PCB construction. Specifically, we spent around 320 hours on
the MCU development,  347 hours on the front-end design,  and 341 hours on creating the logic
analyzer interface (GUI).

8.4: Funds Spent

8.4.1: Front End – Version 1

Figure 73: Cost of Parts for First PCB
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8.4.2: Front End – Version 2 

Figure 744: Cost of Parts Second PCB 

8.4.3: Front End – Version 3
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Figure 75: Cost of Parts for Final PCB 

Part Part Number Quantity Cost per Unit ($) Total Cost ($)
20 Pin Connector 
Header 

30320-5002HB 5 0.88 4.40

Female Pin 
Header 1x19 Pins 
for ESP32 Module B0CFDYMRK2

20 0.49 9.99

8 Pin Single Row 
Straight Female 
Header

B07J5B9LT5 50 0.18 8.99

Figure 76: Additional Components 

Note: For Figure 76, the last row of components was not utilized in the final Front End design. 
8.4.4: MCU

Figure 77: Total money spends for purchasing MCU and parts

8.4.5: Total Fund Spent
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8.4.6: Cost Per Unit

8.5: Individual Team Member Contributions

8.5.1: Front End

 Thomas Senai: Created the schematic and PCB design within Kicad and soldered 
components onto the Front End. 

 Sam Nepal: Selected the appropriate hardware component and created circuit blueprints 
needed for final PCB design. Developed a PCB prototype model and performed through 
testing to ensure circuit functionality meets the specified requirements. 

8.5.2: MCU
 Shahroz Shahbaz: Created the setup for Py-serial USB communication between PC and 

MCU, using virtual comport. Also, setup the functions and ISR need to fill up the buffer 
and sample the data

 Sultan Alghamdi: Written code to test the functionality of USB communication. 
Implemented Received command code and trigger checking functionality.

Both were able to successfully write code that is needed to capture, sample, trigger check and 
transmission of data to the PC for visualization.

8.5.3: GUI
 Julian Nigg: Designed the interface, set up communication between the MCU and GUI,

and did the signal decoding. 

 Sultan Alghamdi: Set up the 3-byte commands which are being sent to the MCU so that
the MCU knows when to start and stop sampling,  which channels are active, and the
speed at which to sample. converted the user's numeric choice of samples after the trigger
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Total Spent on Project $242.51

PCB $140.79

MCU $53.02

Additional Components $48.07

Project Requirements $50

PCB + Parts $13.64

MCU + Crystal Oscillator + 2 capacitor $17.67

Device Cost $31.31



condition  is  met  by  adjusting  the  prescalar  and  period  of  timer  16  through  USB
commands to the MCU.

 Shahroz Shahbaz: Wrote a basic GUI code to test out the graphing of some random
logic signals.

8.5.4: 3D Design
 Furat Alhafez:  Designed the final 3D-printed case for the logic analyzer,  ensuring it

securely  housed  the  hardware  components  while  incorporating  ventilation  and
connectivity cutouts. Additionally, contributed to group research efforts to integrate all
components of the project cohesively.

9. Lesson Learned

9.1: Additional Knowledge and Skills Learned

9.1.1: Front End
When developing the schematic  for the front  end, it  was a valuable learning experience to  
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understand how to manually create footprints for the Nucleo board. This was crucial,  as the  
entire front-end structure depended on the accuracy of the footprint.

9.1.2: MCU
The STM32FR303RE uses the STM32CubeIDE application to code in C language or assembly
language. It provides some helpful interactive graphical interfaces to view or change the various
pin layout, timers, and other components on the board. The debugger features live expressions
which were used to test various functionalities of the MCU. The debugger is a helpful tool that
can be  used when the  GUI has  not  been developed to help  visualize  and debug the  buffer.
However, there are some limitations as the buffer size increases, it becomes more difficult to see
irregularities. A GUI can be a very helpful tool in cleaning out any remaining bugs with the
MCU. It can help visualize the change in sampling frequency through an increase or decrease of
the width of the signal, the trigger functionality can be checked by plotting the buffer when the
trigger is detected, and any noise or spikes in the buffer can be more easily spotted with a large
buffer size. 
9.1.3: GUI
The time dedicated to learning how to make a good-looking GUI could have been saved to by 
using a tool such as QT Design Studio, as opposed to coding the whole thing. The second thing; 
this project should have been developed using C instead of Python. The program runs incredibly 
slow on laptops (except for the M-Series MacBook Pro and Desktops), especially when all 8 
channels are active. Synchronous communication protocols are relatively simple to implement 
since we can rely on the clock to make sure the data is accurate. This is not the case for UART 
were getting the timing down was really challenging.

9.2: Teaming Experience

At the start of our project, our team met twice a week. Early in the week, we held a meeting without our
faculty supervisor to review our progress, and later in the week, we met to conduct research and work on
the  project.  Our  faculty  supervisor  provided guidance,  offering  solutions  whenever  we encountered
challenges. In the second half of the project, we transitioned to having one official meeting with our
faculty supervisor each week, while scheduling additional meetings as needed to focus on completing
our work.

9.2.1: Project Sub-Teams
To ensure the success of our project, we divided our team into three groups based on individual
skills and expertise. One group focused on the MCU, another on developing the GUI, and the
third on designing the PCB. While each group had its primary responsibilities, team members
were flexible and assisted in other areas as needed, depending on the project's requirements for
that week.

9.2.2: Team Communication/Dynamics
Effective communication and team collaboration was a topmost priority for the project success.
Regular meetings were conducted where each sub-team provided an update about their progress,
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shared the obstacles faced, aligned their work with the other teams, and documented any changes
made.  Additionally,  collaborative  tools  like  Microsoft  SharePoint,  google  Docs,  GitHub and
other  project  management  platforms  were  used  for  remote  tasking,  setting  deadlines  and
providing real time feedback to each team member. While each project sub-team was focused on
their specific area, the uses of the collaborative tool provided flexibility and support to each team
when needed. This dynamic approach helped in project unity, allowing team members to address
the challenges and complete the project efficiently.   
 
9.2.3: Project Management/Schedule

To keep the team and project on track, we used several communication and project management
tools. Our primary platform was a team Discord server, organized with separate channels for
each project  area to facilitate  asynchronous discussions.  The server  also allowed for sharing
images and data, which were essential  for documentation.  We utilized GitHub to manage all
source code for the GUI, MCU, and the KiCad schematics for PCB designs. SharePoint was
employed for collaborative work on deliverables such as presentations and documents. Finally,
we  held  weekly  face-to-face  meetings  in  the  Engineering  building  with  Dr.  Kaps.  These
meetings provided an opportunity to update him on our progress, receive constructive feedback,
address technical challenges, and resolve any team dynamics issues.
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